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Abstract: Code clones detection is becoming a hot issue as the number of web and desktop based applications are increasing 

day to day. Reusing the existing modules with or without little change can result in code clones while developing software. 

The clones can be categorized as type-1, type-2, type-3 and type-4.The significance of cloning is that it increases the risk of 

software maintenance and increases the complexity as well. By clone detection and re-factorization, the maintenance process 
can be made easy. Various techniques have been developed in recent years and can be based on string matching, token-

based, semantic-based, tree-based etc.In this paper, a novel method has been proposed usingLevenshtein Distance method 

and type-1 clones have been detected.A tool named JB Clone Scanner is developed in order to implement and validate the 

proposed technique. 
Keywords: Code Clones, LOCs (Lines of Code), JB Clone Scanner, Levenshtein Distance. 

 

 
1. Introduction 

The demand for a new software application is increasing day by day and the numbers of professional are not 

increasing in that ratio. Software professional have found reusability as a powerful tool which helps in software 

development with ease [8]. Reusing a code segment with or without a minor change is known as “Code 

Cloning” while developing software applications. The pasted code is known as code clone [4] [6]. Clones can be 

categorized as follows [12]: 

 

 Type-1: These are the clones which are identical except the variations of whitespaces and comments. 

 Type-2: These are syntactically identified code fragments exceptthe variations of identifiers, 

comments, literals, types, and layouts. 

 Type-3: These are copied code with additional modifications. Here, statements can be added, modified 

or removed in addition to disparities in identifiers, literals, types, comments or layouts. 

 Type-4: These are code clones which known by identified by functional similarities of code 

segments.Here, the syntaxes implementation of these code segments may be different. 
 

 

 

 

 

 

 

 

 

 

 

 

 
Figure 1. Classification of Code Clones 

 

 
The code clones increase the software complexity and it would be difficult to maintain the software having a 

large number of clones [9]. One way of removing the clone is refactoring [5]. There are various approaches 

available to detection the clones in a software source code. Among these few important approaches are 

described as [11]: 

 Textual-Based Approach –In this approach, complete lines are matched using hashing techniques of 

strings. 

Clones Types 
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Type-4 



                    VVoolluummee  77  ••  NNuummbbeerr  11  SSeepptt  22001155  --  MMaarrcchh  22001166  pppp..  225599--226633                
    aavvaaiillaabbllee  oonnlliinnee  aatt      wwwwww..ccssjjoouurrnnaallss..ccoomm  

 

DOI: 10.090592/IJCSC.2016.045  
Page | 260 

 

 Token-Based Approach – In this approach, the lines’ token sequences are used to compare the code and 

clones are detected based on that. 

 Metric-Based Approach – Here, the code is not mapped directly but different metrics are collected and 

compared in order to find the clones. 

 Abstract Syntax-Based Approach – In the AST approach, the subtrees of the AST (Abstract Syntax 

Tree) of programming code are generated using a hash function and then subtrees are compared 

through tree matching. 

 

In this paper, the Levenshtein Distance-based algorithm has been designed to detect clones of software 

programs. The rest of the paper is organized in four parts. In section 2, literature review or related work is being 

presented. Section 3 will describe the proposed algorithm. Section 4 will present results and discussion and in 

section 5, a conclusion has been drawn. 

 

Levenshtein Distance Algorithm was introduced by Valdimir Levenshtein in 1965. The pseudo-code of this 

algorithm is shown in figure 2. 

 

 
 

Figure 1. Levenshtein Distance Algorithm Pseudo-Code 

 

2. Literature Review 

Various techniques have been proposed to detect code clones in software systems in the past. In [4], scientists 

designed a new technique for code clone detection which is based on transformation source text and token 

comparisons. A tool named CCFinder has been developed using various optimization techniques which can 

detect clones from C, C++, COBOL and, Java-based projects. Various case studies have been applied on 

CCFinder and it has been found effective. In [5], the authors proposed a technique for detection of some higher 

level similarities in source codes using a data-mining technique. In order to detect the clones, the scientist 

developed a tool named Clone Miner and tested with various case studies. The researchers [6] proposed a hybrid 

technique which is a combination of a textual and metric-based method. Authors utilized various metrics and 

compared with other approaches and found that the proposed technique is more efficient and accurate. The 

scientists [7] said that automatic categorization is a new and effective method for software archive. The 

function-oriented approach is better than object-oriented for categorization of software modules. Naïve Bayes 
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scheme performed better than other existing techniques. In [9] the authors described a practical solution for the 

detection of higher level similarities among classes and files. First, simple clones were detected using a 

conventional token-based approach. Then, the authors found clones using Frequent Itemset Mining technique 

which was a novel technique. The experiments confirmed that the proposed technique was better. The author in 

[10] presented three clones’ detection algorithms. The scientist worked on transformed sequence similarity and 

sub-trees. In [11], the researchers proposed a hybrid technique which is a combination of metrics and textual 

based approaches. The proposed technique provided less complexity and gave accurate results. In [12], the 

scientists provided a vast comparison of clone detection techniques and tools. The authors in [3] designed a 

token-based approach for code clone detection which is accurate and scalable. Authors conducted experiments 

using Linux kernel 2.6.38.6 and JDK 7 source code. The experiments disclosed that the proposed tool Deckard 

detected clones with less execution time. Authors of [1] proposed a Light Weight Hybrid technique using textual 

and metrics approaches for detection of method-level clones in Java and C projects. The authors designed a tool 

named CloneManager which detected clones in order to validate the proposed technique. In [2], the researchers 

proposed a code clone detection hybrid technique that depends on metrics and template conversion based 

techniques. After simulation, it was found that the proposed technique is better and having less complex than 

other existing techniques. 

 

3. Proposed Method 

The proposed method has been designed by using Levenshtein Distance method which was introduced by 

Vladimir Levenshtein in 1965. The proposed algorithm is depicted in figure 3. 

 

 

Figure 3. Clone Detection Algorithm 
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4. Simulation Results 

For the purpose of simulation a computing machine was used having 2GB of RAM, Intel Quad Core 2.0 GHz 

processor and Windows 7 OS. A tool named as JB Clone Scanner was developed using C#.net 2008 in order to 

validate the proposed algorithm. An experiment was conducted using 15Java Programs. Table 1 represents the 

results obtained by JB Clone Scanner. 

 
Table 1. Clones Detected by Proposed Tool 

 

Programs 

(Modules) 

LOC 

(Lines of Code) 

No. of Clones 

Detected 

1 43 11 

2 30 9 

3 52 13 

4 32 9 

5 22 7 

6 19 6 

7 58 15 

8 25 9 

9 18 5 

10 19 7 

11 22 6 

12 16 4 

13 13 3 

14 34 9 

15 24 8 

 

 

 
 

Figure 4. Clones Detected in various Programming Modules. 
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Figure 4 is demonstrating the type-1 clones detected by JB Clone Scanner. 

5. Conclusion 

Code clone detection is an interesting research topic. Various accurate and efficient techniques have been 

proposed and simulated. In this paper, a Levenshtein Distance based string matching algorithm has been 

designed in order to find the code clones among various software programs. The proposed approach has been 

validated by developing a tool named JB Clone Scanner. The experiment was carried out using 15 Java 

Programs. The proposed technique is capable to find out type-1 clones. In the future, a hybrid algorithm using 

existing techniques can be developed for better results as well as to find out other types of clones. 
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